Zadanie nr 5

Autor: Mateusz Laskowski

Obliczyc 2 najwieksze wartości własne i wektory własne dla macierzy:

{{19, 13, 10, 10, 13, -17},

{13, 13, 10, 10, -11, 13},

{10, 10, 10, -2, 10, 10},

{10, 10, -2, 10, 10, 10},

{13, -11, 10, 10, 13, 13},

{-17, 13, 10, 10, 13, 19}}

Pomnożonej przez 1/12

Wykorzystalem metode Jacobiego dla oliczenia wartości własnych – w jezyku java.

Wektory obliczyłem w programie Mathematica.

Kod:

class Matrix

{

public static final void eigenvalues(final double A[][],

double V[][], double Y[])

{

int n=A.length;

double AA[][] = new double[n][n];

double norm;

double c[] = new double[1];

double s[] = new double[1];

c[0] = 1.0;

s[0] = 0.0;

for(int i=0; i<n; i++)

{

for(int j=0; j<n; j++) V[i][j]=0.0;

V[i][i]=1.0;

}

copy(A, AA);

for(int k=0; k<n; k++)

{

norm=norm4(AA);

for(int i=0; i<n-1; i++)

{

for(int j=i+1; j<n; j++)

{

schur2(AA, i, j, c, s);

mat44(i, j, c, s, AA, V);

}

}

}

norm = norm4(AA);

for(int i=0; i<n; i++)

Y[i] = AA[i][i];

}

static double norm4(final double A[][])

{

int n=A.length;

int nr=A[0].length;

double nrm=0.0;

for(int i=0; i<n-1; i++)

{

for(int j=i+1; j<n; j++)

{

nrm=nrm+Math.abs(A[i][j])+Math.abs(A[j][i]);

}

}

return nrm/(n\*n-n);

}

public static final double norm2(final double A[][])

{

double r=0.0;

int n=A.length;

double B[][] = new double[n][n];

double V[][] = new double[n][n];

double BI[] = new double[n];

for(int i=0; i<n; i++) // B = A^T \* A

{

for(int j=0; j<n; j++)

{

B[i][j]=0.0;

for(int k=0; k<n; k++)

B[i][j] = B[i][j] + A[k][i]\*A[k][j];

}

}

eigenvalues(B, V, BI);

for(int i=0; i<n; i++) r=Math.max(r,BI[i]);

return Math.sqrt(r);

}

public static final void print(double A[][])

{

int N = A.length;

for(int i=0; i<N; i++)

for(int j=0; j<N; j++)

System.out.println("A["+i+"]["+j+"]="+A[i][j]);

}

static void mat44(final int p, final int q, final double c[], final double s[],

final double A[][], double V[][])

{

int n = A.length;

double B[][] = new double[n][n];

double J[][] = new double[n][n];

for(int i=0; i<n; i++)

{

for(int j=0; j<n; j++)

{

J[i][j]=0.0;

}

J[i][i]=1.0;

}

J[p][p]=c[0];

J[p][q]=-s[0];

J[q][q]=c[0];

J[q][p]=s[0];

multiply(J, A, B);

J[p][q]=s[0];

J[q][p]=-s[0];

multiply(B, J, A);

multiply(V, J, B);

copy(B, V);

}

static void schur2(final double A[][], final int p, final int q,

double c[], double s[])

{

double tau;

double t;

if(A[p][q]!=0.0)

{

tau=(A[q][q]-A[p][p])/(2.0\*A[p][q]);

if(tau>=0.0)

t=1.0/(tau+Math.sqrt(1.0+tau\*tau));

else

t=-1.0/((-tau)+Math.sqrt(1.0+tau\*tau));

c[0]=1.0/Math.sqrt(1.0+t\*t);

s[0]=t \* c[0];

}

else

{

c[0]=1.0;

s[0]=0.0;

}

}

public static final void multiply(final double A[][], final double B[][],

double C[][])

{

int ni = A.length;

int nk = A[0].length;

int nj = B[0].length;

for(int i=0; i<ni; i++)

for(int j=0; j<nj; j++)

{

C[i][j] = 0.0;

for(int k=0; k<nk; k++)

C[i][j] = C[i][j] + A[i][k] \* B[k][j];

}

}

public static final void copy(final double A[][], double B[][])

{

int ni = A.length;

int nj = A[0].length;

for(int i=0; i<ni; i++)

for(int j=0; j<nj; j++)

B[i][j] = A[i][j];

}

public static final void print(double X[])

{

int n = X.length;

for(int i=0; i<n; i++)

System.out.println("X["+i+"]="+X[i]);

}

}

class Start {

public static void main (String[] args){

double [][]A={{19, 13, 10, 10, 13, -17},

{13, 13, 10, 10, -11, 13},

{10, 10, 10, -2, 10, 10},

{10, 10, -2, 10, 10, 10},

{13, -11, 10, 10, 13, 13},

{-17, 13, 10, 10, 13, 19}};

double [][]B=new double[6][6];

double []C=new double[6];

Matrix.eigenvalues(A,B,C);

Matrix.print(C);

System.out.println("Najwieksza wartosc \* 1/12: "+ C[0]/12);

System.out.println("Druga najwieksza wartosc \* 1/12: "+ C[5]/12);

}

}
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![](data:image/png;base64,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)

Wektory:

x=3

v= []

x=4

v=[-